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Abstract. This paper presents the architecture and the features of an
annotation service for digital libraries. Firstly, it describes the relevant
aspects of annotations and the different way of using them. Then it shows
how the characteristics of the annotations drive the design choices of the
architecture. Finally it discusses the design choices and the architectural
alternatives for developing the annotation service.

1 Introduction

The main objective of this research is to create an Annotation Service (AS) for
Digital Libraries (DL), which deals with many aspects of annotations, such as
creation, management, access and retrieval of both manual and automatically
created annotations. The service at hand is innovative because in fact it is able
to actively exploit annotations in order to select and retrieve documents from a
digital library in response to a user query.

Over past years a lot of research work regarding annotations has been done
[18]: user studies for understanding annotation practices and discovering com-
mon annotation patterns [12–14, 22]; investigation and categorization of various
facets of the annotation [3, 8, 13]; employment of ad-hoc devices or handheld de-
vices which enable reading appliances with annotation capabilities [15–17, 21];
design and development of document models and applications which support an-
notations in digital libraries, in the Web, in collaboratory systems and working
groups [3, 8, 10, 18, 20, 23, 24]. All this research work has led to different view-
points about what annotations are:

– annotations are metadata: they are additional data about an existing con-
tent. For example, the World Wide Web Consortium (W3C) [10, 23, 24] con-
siders annotations as metadata and interprets them as the first step in cre-
ating an infrastructure that will handle and associate metadata with content
towards the Semantic Web;

– annotations are contents : they are additional content about an existing con-
tent; they increase existing content and allow the creation of new relation-
ships among existing contents, by means of links that connect annotations
together and with existing content. In this sense we can consider that existing
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content and annotations constitute a hypertext, according to the definition
of hypertext provided in [1]. For example, [13] considers annotations as a nat-
ural way of enhancing hypertexts by actively engaging users with existing
content in a digital library [12, 15, 21];

– annotations are dialog acts : they are part of a discourse with an existing
content. For example, [8] considers annotations as the document context,
intended as the context of the collaborative discourse in which the document
is placed.

In the following for annotation we mean any piece of additional content as-

sociated with an existing content and we consider that annotations and existing
contents constitute a hypertext. Note that digital libraries do not usually provide
a hypertext that links documents together; thus annotations can represent an
effective means for creating a hypertext that links annotations and existing con-
tent together. This hypertext can be exploited not only for providing alternative
navigation and browsing capabilities, but also for offering advanced search func-
tionalities. Finally the hypertext existing between documents and annotations
enables different annotation configurations, that are threads of annotations, i.e.
an annotation made in response or comment to another annotation, and sets of

annotation, i.e. a bundle of annotations on the same passage of text. A compre-
hensive presentation on annotations and their facets can be found in [3, 4].

Furthermore annotations introduce a new content layer devoted to elucidate
the meaning of an underlying information resource and they can make hidden
facets of the annotated information resource more explicit. Thus, we can exploit
annotations for retrieval purposes, and add the evidence provided by annotations
themselves in order to better satisfy the user’s information needs. For example,
suppose that we have the following query: “good survey grid computing”. A
relevant document for this query could be ranked low because it does not contain
the terms “good” and “survey”. On the other hand, if the following annotation
“good survey, which clearly explains the topic” is linked to the document, we
can exploit it in order to better rank the document. Note that the annotation
itself does not clearly states what topic is explained but this information can
be still obtained exploiting the hypertext and navigating the link that connects
the annotation to the document. Thus we can combine two distinct sources
of evidence, the one coming from the document and the one coming from the
annotation. This way the annotation and the document can cooperate together
in order to better satisfy the user’s information need. Indeed the combining of
these multiple sources of evidence can be exploited to improve the performances
of an information management system, i.e. to retrieve more relevant documents
and to better rank them with respect to the case of a simple query without
annotations. This is what we mean for “to actively exploit annotations in order
to select and retrieve documents from a DL in response to a user query”.

Finally, today the notion of isolated applications or data is increasingly disap-
pearing in favour of a distributed and networked environment with an informa-
tion centric view. This allows us to provide integrated services and applications
to users, without any distinction between local and remote information resources.
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In this context we can envisage a scenario in which a DL can become not only a
place where information resources can be stored and made available, but also a
daily work tool, which can be integrated into the way the user works, so that the
user’s intellectual work and contents which are provided by the digital library
can be merged together, constituting a single working context. Thus the digital
library is no longer perceived as something external to the intellectual produc-
tion process or as a mere consulting tool but as an intrinsic and active part
of the intellectual production process. Annotations are effective means used in
enabling this paradigm of interaction between users and digital libraries for all
the reasons previously explained and, in particular, because annotations allow
users to naturally create an hypertext that seamlessly merges personal contents
with the contents provided by the digital library.

The presentation of the findings is structured as follows: Section 2 intro-
duces the design choices and the features of the architecture of the annotation
service, while Section 3 describes each component of the annotation service and
its functionalities.

2 Annotation Service Architecture

In the context introduced in Section 1, architectural choices become a key fac-
tor for enabling the design and development of an advanced annotation service
capable of both modelling the different facets of the annotation and effectively
exploiting annotations for search and retrieval purposes.

We need to design an architecture with a twofold aim: firstly, it has to model
the behaviour of the AS in a modular way, so that we can easily add new func-
tionalities to the AS without the need of redesigning the architecture of the AS.
Secondly, the architecture has to be flexible enough to be implemented according
to different architectural paradigms, such as Web Services (WS) or Peer–to–Peer
(P2P) architectures (figure 1). Indeed a flexible architecture allows the AS to
have a great reach and a widespread usage, so that users can benefit from its
functionalities without limitations due to the architecture of a particular DL,
allowing a strict interaction between users and digital libraries.

Thus the annotation service has to comply with the following constraint: it
must be able to work with diverse DL systems.

We introduce this constraint for three reasons:

– annotations are a key technology for actively engaging users with a DL. Users
need to have an annotation service easily available for each DL they work
with and they should not change their annotative practices only because
they work with a different DL system. Thus the annotation service must be
capable to be integrated into various DL systems in order to guarantee a
uniform way of interaction to the users;

– annotations create a hypertext that allow users to merge their personal con-
tent with the content provided by diverse DL systems, according to the
scenario envisage above. This hypertext can span and cross the boundaries
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Fig. 1. Overview of the annotation service architecture.

of a single DL and thus the annotations service must be able to interact with
diverse DL systems;

– annotations and information resources managed by the DL provide multiple
sources of evidence for answering to a user’s query. Since these sources of
evidence can come from different DL systems and we need to combine them
in order to answer the query, the annotation service must be able to work
with diverse DL systems.

To comply with the constraint just defined, we have decided to adopt an
architecture using a gateway which mediates between the DL and the core func-
tionalities of the AS. Furthermore we have mapped this choice into a three layer
architecture, which allows us to have a better modularity. Figure 2 demonstrates
this architecture, where the AS is depicted on the right, and in the cloud the
external DL system is represented.

The architecture is organized along two dimensions:

– vertical decomposition (from bottom to top): consists of three layers – the
data, application and interface logic layers – and it is concerned with the
organization of the core functionalities of the AS.
This decomposition allows us to achieve a better modularity within the AS
and to properly describe the behaviour of the AS by means of isolating
specific functionalities at the proper layer. Moreover it makes it possibile
to clearly define the workflow within the AS by means of communication
paths that connect the different components of the AS itself. This way we
can achieve the first aim of our architecture, that is to model the behaviour
of the AS in a modular way.
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Fig. 2. Annotation Service Architecture.

– horizontal decomposition (from left to right): consists of the DL system, the
gateway and the core services of the AS. It separates the core functionalities
of the AS from the problem of integrating the AS into a specific DL system.
The horizontal decomposition allows us to achieve the second aim of our
architecture, since we can integrate the AS with a different DL system simply
by changing the gateway. Furthermore the architecture is presented in the
context of a DL, but it is suitable for integration also with other systems
that manage documents and offer information retrieval capabilities, such as
a search engine or a collaboratory system [4].

In order to achieve a great flexibility, we design the architecture of the AS at
a high level of abstraction, that is we define the functionalities of each compo-
nent of the AS in terms of abstract Application Program Interface (API). This
way we can model the behaviour and the workflow within the AS without wor-
rying about the actual implementation of each component. Different alternative
implementations of each component could be provided, still keeping a coherent
view of the whole architecture of the AS.

On the whole, we have two levels of abstraction: the first level is the sep-
aration of the core features of the AS from the integration with the DL and
the organization of the AS into different layers in order to clearly determine the
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different functionalities of the AS; the second level is built on top of the first one
and makes it possible to describe at a higher level of abstraction the behaviour
of each component of the AS, separating its behaviour from the actual imple-
mentation of the AS. This way we can have multiple implementations of the AS
all referring to the same architecture and API.

We achieve the abstraction levels described above by means of a set of in-
terfaces, which define the behaviour of each component of the AS in abstract
terms. Then, a set of abstract classes partially implement the interfaces in order
to define the behaviour of each component. This way this behaviour becomes
common to all of the implementations of that component. Finally, the actual
implementation is left to the concrete classes, inherited from the abstract ones,
that fit the AS into a given architecture, such as a WS or P2P architecture. Fur-
thermore, we apply the abstract factory design pattern [9], which uses a factory
class for providing concrete implementations of a component, compliant with
its interface, in order to guarantee a consistent way of managing the different
implementations of each component.

The AS is developed using the Java1 programming language, which provides
us great portability across different hardware and software platforms.

3 Components of the Annotation Service

In the following sections we describe each component of the AS, according to
figure 2 from bottom to top.

3.1 Data Logic Layer

Annotation Storing Manager (ASM) manages the actual storage of the
annotations and provides a persistence layer for storing the Annotation objects,
that are used in the upper layers for representing annotations.

The ASM provides a set of basic operations for storing, retrieving, deleting
and searching annotations in a SQL–like fashion. Furthermore it takes care of
mapping Annotation objects into their equivalent representation for the actual
storage, according to the Data Access Object (DAO)2 and the Transfer Object
(TO)3 design patterns. This way all of the other components of the AS deal
only with Annotation objects, which represent the TO of our system, without
worrying about the details related to the persistence of such objects.

Annotations are modeled according to the Entity–Relationship (ER) schema
of figure 3, which is described in detail in [4]. Briefly, the ER schema of figure
3 represents the fact that an Annotation must Annotate one and only one
digital object, identified by its handle DOHandle, while it can Relate To one

1 http://java.sun.com
2 http://java.sun.com/blueprints/corej2eepatterns/Patterns/

DataAccessObject.html
3 http://java.sun.com/blueprints/corej2eepatterns/Patterns/

TransferObject.html
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Fig. 3. Entity–Relationship schema for modelling annotations.

or more digital objects. Moreover one or more Signs, e.g. a piece of text or a
graphic mark, contribute to Express an Annotation and each Sign can have
one or more Meanings, that define its semantics.

Note that the ER schema of figure 3 can be easily mapped to different de-
signing models, such as a relational schema, a Resource Description Framework
(RDF) schema or a eXtensible Markup Language (XML) schema. This way it
gives us great flexibility with respect to different architectural choices and allows
us to provide different implementations of the ASM in a completely transparent
manner for the other components of the AS.

Annotation Indexing Manager (AIM) provides a set of basic operations
for indexing and searching annotations for information retrieval purposes.

The AIM is a full-text information retrieval system and deals with the textual
content of an annotation. It is based on the experience acquired in developing
IRON (Information Retrieval ON), the prototype information retrieval system
that we have developed to be used in the Cross Language Evaluation Forum
(CLEF) evaluation campaigns since 2002; the main functionalities of IRON are
described in [2, 7].

Annotation Abstraction Layer (AAL) abstracts the upper layers from the
details of the actual storage and indexing of annotations, providing uniform
access to the functionalities of the ASI and the ASM.

The AAL provides the typical Create–Read–Update–Delete (CRUD) data
management operations, taking care of coordinating the work of the ASM and
the ASI together. For example when we create a new annotation, we need to put
it in both the ASM and in the ASI or, when we delete an annotation, we need
to remove it from both the ASM and the ASI.
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Furthermore the AAL provides search capabilities forwarding the queries to
the ASM or to the AIM. At the moment there is only the AIM for providing full
text search capabilities but, in the future, other specialised information retrieval
engines can be added to the system, for example for indexing and searching the
graphical content of an annotation and other types of digital media. In any case
the addition of other information retrieval engines becomes transparent for the
upper layers, since the AAL provides uniform access to them.

Note that both the ASM and the AIM are focused on each single annotation
in order to properly store and index it, but they do not have a comprehensive
view of the relationships that exist between documents and annotations, that is
they do not take into consideration the hypertext mentioned in Section 1. On the
contrary, the AAL has a global view of the annotations and their relationships
and exploits it for managing purposes. For example, if we delete an annotation
that is part of a thread of annotations, what policy do we need to apply? Do we
delete all the annotations that refer to the deleted one or do we try to reposition
those annotations? The ASM and AIM alone would not be able to answer this
question but, on the other hand, the AAL can drive the ASM and the AIM to
perform the correct operations.

Thus, on the whole, the AAL, the ASM and the AIM constitute an infor-
mation management system specialised in managing annotations, as a database
management system is specialised in managing structured data.

3.2 Application Logic Layer

Information Retrieval on aNNotations (IRON2) provides advanced search
capabilities based on annotations, such as those previously introduced.

As an important consequence of our architecture, we know everything about
annotations but we have no knowledge about documents managed by the DL.
This is due to the fact that we directly manage annotations while documents
and information pertaining to them are provided by the DL.

This architectural choice influences the way in which our search strategy is
carried out and retrieving documents by using annotations involves a complex
strategy. Firstly, the AS receives a query from the end-user, the query is used
to select all the relevant annotations, an annotation hypertext can now be built
and used to identify the related documents. Now we aim to combine the source
of evidence coming from annotations with the one coming for the documents
managed by the DL, as previously explained. Since the source of evidence con-
cerning the documents is completely managed by the DL, the AS has to query
the DL, which gives back a list of relevant documents. Only after that the AS has
acquired this information from the DL, it can combine it with the source of evi-
dence coming from annotations in order to create a fused list of result documents
that are presented to the users to better satisfy his information needs.

The Unified Modeling Language (UML) sequence diagram [19] of figure 4
shows how this search strategy involves many of the components of the AS.
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Fig. 4. Sequence diagram for searching documents exploiting annotations.

Automatic Annotation Manager (AAM) creates automatic annotations
for a given document.

Automatic annotations can be created using topic detection techniques to
associate each annotation with its related topic, which forms the context of
the annotation. In this way a document can be re-organized and segmented
into topics, whose granularity can vary, and annotations can present a brief
description of those topics. Then by applying automatic hypertext construction
techniques, similar to those presented in [5], document topics and annotations
can be linked together, proposing an alternative way of navigating the content
of a digital library.

Annotation Service Integrator (ASI) integrates the underlying components
and provides uniform access to them. It represents the entry point to the core
functionalities of the AS for both the gateway and the user interface, dispatch-
ing their requests to underlying layers and collecting the responses from the
underlying layers.
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The ASI can be further exploited for creating a network of P2P annotation
services that cooperate together. In this scenario, when the ASI receives a request
from the gateway or from the user interface – for example a search request – it
forwards the request also to the other ASI peers and then collects their answers
in order to provide access to the whole network of P2P annotation services.

Thus, our architecture allows us to implement the annotation service not only
as a stand–alone service, that can be integrated into different DL systems, but
also as a network of P2P annotation services that cooperate in order to provide
advanced annotation functionalities to different DL systems.

Gateway (GW) provides functionalities of mediator between the core func-
tionalities of the AS and the DL system. Simply by changing the gateway, we
can share the same AS with different DL systems. We can envisage three kinds
of gateway: firstly the AS could be connected to a DL which uses a proprietary
protocol and in this case the gateway can implement it. This is the case, for
example, of the OpenDLib digital library [6], with which the AS is going to co-
operate [3]. Secondly we could employ Web Services to carry out the gateway,
so that the AS is accessible in a more standardized way. Finally the gateway can
be used to adapt the AS to a P2P digital library.

Note that the decoupling of the core functionalities of the AS from its inte-
gration within a specific DL is independent from the possibility of implementing
the AS as a stand–alone service or as a network of P2P services. Indeed we can
adapt both of these implementations to any kind of DL system by means of a
proper gateway: in both cases the gateway represents the unique access point
for the DL to the functionalities of the stand–alone AS or of the P2P network
of AS.

3.3 Interface Logic Layer

User Interface (UI) provides an interface to end–users for creating, modifying,
deleting and searching annotations. As show in figure 2 the UI is connected to
the ASI, so that it represents the user interface of AS itself and it is independent
of any particular DL system.

On the other hand, we can connect or integrate the UI directly in the gateway,
so that it represents a user interface tailored to the specific DL for which the
gateway is developed. In this case the gateway forwards the request of the UI
to the ASI, for which the gateway acts also as user interface. For example,
this choice has been adopted in integrating the AS into the OpenDLib digital
library in order to obtain a user interface more coherent with those of the other
OpenDLib services.

The design choice of connecting the UI to the gateway or to the ASI gives
interesting possibilities for programmatically accessing the functionalities of the
AS. As an example, if the gateway is implemented using Web Services, another
service can programmatically access the AS in order to create more complex
applications that exploit also annotations.
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