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Abstract. Digital Library Management Systems are systems that are able to
manage collections of digital documents that form Digital Libraries and Digital
Archives, and they are currently in a state of evolution. Today, most of the times
they are simply places where information resources can be stored and made avail-
able, whereas for tomorrow they are becoming an integrated part of the way the
user works. To cooperate towards reaching this new type of system, a digital li-
brary management system must become a tool that constitutes an active part of
the intellectual production process.

Annotations are effective means in order to enable an effective interaction be-
tween users and digital library management systems, since they are a very well-
established practice and are widely used. Annotations are not only a way of ex-
plaining and enriching an information resource with personal observations, but
also a means of transmitting and sharing ideas in order to improve collaborative
work practices. Furthermore, annotations represent a bridge between reading and
writing, that facilitates the user’s first approach when they begin dealing with an
information resource. Thus, a service able to support annotation capabilities of
collection of digital documents can be appealing to the user’s needs.

This paper presents the main features of a flexible system capable of manag-
ing annotations in an automatic way in order to support users and their annotative
practices. Indeed, a flexible architecture allows the design of a system with a
widespread usage, so that users can benefit from its functionalities without limi-
tations due to the architecture of a particular system. We named this system Flex-
ible Annotation Service Tool and this paper is devoted to introduce most relevant
design choices and characteristics of it.

1 Introduction

Nowadays, the notion of isolated information resources or applications is increasingly
being replaced by a distributed and networked environment, where there is almost no
distinction between local and remote information resources and applications. Indeed, a
wide range of new technologies allow us to envision ubiquitous and pervasive access
to information resources and applications. A wide range of wired and wireless tech-
nologies make it possible to offer almost ubiquitous connectivity; examples of such
technologies are Local Area Networks (LANs) , Wireless LANs (WLANs) , Asymmet-
ric Digital Subscriber Line (ADSL) and other broadband connections, Third Genera-
tion Mobile System (3G) networks as Universal Mobile Telecommunication System
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(UMTS) networks. Moreover, a variety of devices, that range from desktop computers
to Personal Digital Assistants (PDAs) , mobile phones, and other handheld devices [1],
and a series of emerging architectural paradigms, such as Web Services (WS) , Peer-To-
Peer (P2P) and Grid architectures, are now available and allow us to design and develop
services and systems that are more and more user-centered.

In particular, Digital Librarys (DLs) , as information resources, and Digital Library
Management Systems (DLMSs) , that manage DLs, are currently in a state of evolu-
tion: today they are simply places where information resources can be stored and made
available, whereas for tomorrow they will become an integrated part of the way the
user works. For example, instead of simply downloading a paper and then working
on a printed version, a user will be able to work directly with the paper by means of
the tools provided by the DLMS and share their work with colleagues. This way, the
user’s intellectual work and the information resources provided by the DLMS can be
merged together in order to constitute a single working context. Thus, the DL is no
longer perceived as something external to the intellectual production process or as a
mere consulting tool, but as an intrinsic and active part of the intellectual production
process.

Annotations are effective means in order to enable this new paradigm of interaction
between users and DLMSs, since they are a very well-established practice and widely
used. Annotations are not only a way of explaining and enriching an information re-
source with personal observations, but also a means of transmitting and sharing ideas
in order to improve collaborative work practices. Furthermore, annotations represent a
bridge between reading and writing, that facilitates the user’s first approach when they
begin dealing with an information resource; thus, a DLMS offering annotation capabil-
ities can be appealing to the user’s needs. Finally, annotations allow users to naturally
merge personal contents with the information resources provided by the DLMS, mak-
ing it possible to embody the paradigm of interaction between users and DLs which has
been envisaged above. We aim at designing a system capable of managing annotations
in an automatic way in order to support users and their annotative practices.

2 Annotations

Over past years a lot of research work regarding annotations has been done [2]. All of
this research work has led to different viewpoints about what an annotation is. These
viewpoints are discussed in the following.

2.1 Metadata

Annotations can be considered as additional data which concern an existing content,
that is annotations are metadata, because they clarify in some way the properties and
the semantics of the annotated content.

[3,4] propose a data model for the composition and metadata management of doc-
uments in a distributed setting, such as a DLMS. They allow the creation of composite
documents, that are made up of either composite documents or atomic documents, that
can be any piece of material uniquely identifiable. A set of annotations is automatically
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associated to each composite document starting from the annotations of its composing
atomic documents, where [3,4] interpret annotations as terms taken from a controlled
vocabulary or taxonomy to which all authors adhere.

The Annotea1 project developed by the World Wide Web Consortium (W3C) [5]
considers annotations as metadata and interprets them as the first step in creating an
infrastructure that will handle and associate metadata with content towards the Semantic
Web. Annotea uses Resource Description Framework (RDF) and eXtensible Markup
Language (XML) for describing annotations as metadata and XPointer for locating the
annotations in the annotated document. Annotea employs a client-server architecture
based on HyperText Transfer Protocol (HTTP) , where annotations reside in dedicated
servers and a specialized browser is capable of retrieving them upon request, when
visiting a Web page.

Annotations are used also in the context of DataBase Management Systems (DBMSs)
and, in particular, in the case of curated databases and scientific databases. SWISS-
PROT2 is a curated protein sequence database, which strives to provide a high level of
annotation, such as the description of the function of a protein, its domains structure, and
so on. In this case, the annotations are embedded in the database and merged with the
annotated content. BIODAS3 provides a Distributed Annotation System (DAS) , that is a
Web–based server system for sharing lists of annotations across a certain segment of the
genome. In this case, annotations are not mixed together with the content they annotate,
but they are separated from it. In this context, [6] proposes an archiving technique in order
to manage and archive different versions of such kind of databases, as time moves on. [6]
exploits the hierarchical structure of scientific data in order to represent the content and
the different versions of the database with a tree structure, and attaches annotations to
the nodes of the tree, annotations that contain time–stamp and key information about the
underlying data structure. Thus, these annotations are metadata about the database itself.
These annotations are different from the annotations contained in the database, that are
metadata about genome sequences.

[7,8] investigate the usage of annotations with respect to the data provenance prob-
lem, which is the description of the origins of a piece of data and the process by which
it arrived in a database. Data provenance is a relevant issue in the field of curated and
scientific databases, such as genome databases, because experts provide corrections and
annotations to the original data, as time moves on. It is now clear that data provenance is
essential to any user interested in the accuracy and timeliness of the data, especially for
understanding the source of errors in data and for carrying annotations through database
queries. [9] proposes and implements an extension to a relational DBMS and an ex-
tension to Structured Query Language (SQL) , called propagate SQL (pSQL) , which
provides a clause for propagating annotations to tuples through queries. [9] intends an-
notations to be information about data such as provenance, comments, or other types
of metadata; [9] envisages the following applications of annotations in DBMS: tracing
the provenance and flow of data, reporting errors or remarks about a piece of data, and
describing the quality or the security level of a piece of data.

1 http://www.w3.org/2001/Annotea/
2 http://www.expasy.org/sprot/
3 http://biodas.org/
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2.2 Contents

Annotations are additional contents which concern an existing content [2]; indeed, they
increase existing content by providing an additional layer of content that elucidates and
explains the existing one. This viewpoint about annotations entails an intrinsic dual-
ism between annotation as content enrichment and annotation as stand-alone document
[10]:

– annotation as content enrichment: in this view annotations are considered as mere
additional content regarding an existing document and so they are not autonomous
entities but in fact they rely an already existing information resource in order to
justify their existence;

– annotation as stand-alone document: in this view annotations are considered as real
documents and are autonomous entities that maintain some sort of connection with
an existing document.

This twofold nature of the annotation is clear if we think about the process of study-
ing a document: firstly, we can start annotating some interesting passages that require
an in depth investigation, which is an annotation as content enrichment; then we can
reconsider and collect our annotations and we can use them as a starting point for a new
document, covering the points we would like to explain better which is an annotation
as a stand-alone document. In this case the annotation process can be seen as an infor-
mal, unstructured elaboration that could lead to a rethinking of the annotated document
and to the creation of a new one. Systems like COLLATE [11,12] or IPSA [13,14,15]
support this task through annotations.

Different layers of annotations can coexist on the same document: a private layer of
annotations accessible only by the annotations authors themselves, a collective layer of
annotations, shared by a team of people, and finally a public layer of annotations, ac-
cessible to all the users of the digital library. In this way, user communities can benefit
from different views of the information resources managed by the DLMS [16,17]. A
DLMS can encourage cooperative work practices, enabling the sharing of documents
and annotations, also with the aid of special devices, such as XLibris [18]. Finally, as
suggested in [19,20], searching, reading and annotating a DL can be done together with
other activities, for example working with colleagues. This may also occur in a mo-
bile context, where merging content and wireless communication can foster ubiquitous
access to DLMSs, improving well established cooperative practices of work and ex-
ploiting physical and digital resources. The wireless context and the small form factor
of handheld devices challenge our technical horizons for information management and
access and require specialized solutions in order to overcome the constraints imposed
by such kinds of devices, as analysed in [1].

As a further example, Multimedia Annotation of Digital Content Over the Web
(MADCOW) is based on a client-server architecture as Annotea is. Servers are reposi-
tories of annotations to which different client can connect, while the client is a plug-in
for a standard Web browser [21,22]. MADCOW employs HTTP in order to annotate
Web resources and allows both private and public annotations. Moreover, it allows dif-
ferent pre-established types of annotations, such as explanation, comment, question,
solution, summary, and so on.
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2.3 Hypertext

Annotations allow the creation of new relationships among existing contents, by means
of links that connect annotations together and with existing content. In this sense we
can consider that existing content and annotations constitute a hypertext, according to
the definition of hypertext provided in [23]. This hypertext can be exploited not only
for providing alternative navigation and browsing capabilities, but also for offering ad-
vanced search functionalities. Furthermore, [24] considers annotations as a natural way
of creating and growing hypertexts that connect information resources in a DLMS by
actively engaging users. Finally, the hypertext existing between information resources
and annotations enables different annotation configurations, that are threads of annota-
tions, i.e. an annotation made in response to another annotation, and sets of annotation,
i.e. a bundle of annotations on the same passage of text [10,25].

2.4 Dialog Acts

Annotations are part of a discourse with an existing content. For example, [11,26] con-
sider annotations as the document context, intended as the context of the collaborative
discourse in which the document is placed. Also [27] agree, to some extent, with this
viewpoint about annotations. Indeed, they interpret annotations as a means that allow a
“two way exchange of ideas between the authors of the documents and the documents
users”.

3 Architectural Approach

Annotations have a wide range of usages in different Information Management Systems
(IMSs) , ranging from DBMSs to DLMSs and corresponding to the different viewpoints
about annotations, introduced in Section 2. Annotations are a key technology for ac-
tively involving users with an IMS and this technology should be available for each
IMS employed by the user. Indeed, the user should benefit from a uniform way of in-
teraction with annotation functionalities, without the need of changing their annotative
practices only because a user works with different IMSs. Furthermore, annotations cre-
ate an hypertext that allows users to merge their personal content with the information
resources provided by diverse IMSs, according to the scenario envisaged in Section 1:
this hypertext can span and cross the boundaries of a single IMS, if users need to inter-
act with diverse IMSs. The possibility of having a hypertext that spans the boundaries of
different IMSs is quite innovative because up to now such hypertext is usually confined
within the boundaries of a single IMS. Moreover, IMSs do not usually offer hypertext
management functionalities; for example, DLMSs do not normally have a hypertext
connecting information resources with each other. Thus, annotations can be a way of
associating a hypertext to a DL in order to enable an active and dynamic usage of infor-
mation resources [25]. Finally, there are many new emerging architectural paradigms,
such as P2P or WS architectures, that have to be taken into account.

Thus, our architectural approach is based on flexibility, because we need to adopt an
architecture which is flexible enough to support both various architectural paradigms
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Fig. 1. Overview of the architecture of FAST with respect to different IMSs

and a wide range of different IMSs. Indeed, a flexible architecture allows the design
of a system with a widespread usage, so that users can benefit from its functionalities
without limitations due to the architecture of a particular IMS. Since our target system
is flexible, we named it Flexible Annotation Service Tool (FAST) . In order to fulfil the
requirements introduced above, our architectural approach is twofold:

1. to make FAST a stand-alone system, i.e. FAST is not part of any particular IMS;
2. to separate the core functionalities of the annotation service, from the functionali-

ties needed to integrate it into different IMSs.

Figure 1 shows the general architecture of the FAST system and its integration with
different IMSs: the Core Annotation Service (CAS) is able to interact with different
gateways, that are specialised for integrating the CAS into different IMSs. From the
standpoint of an IMS the FAST system acts like any other distributed service of the
IMS, even if it is actually made up of two distinct modules, the gateway and the CAS;
on the other hand, the FAST system can be made available for another IMS by cre-
ating a new gateway. Note that the additional layer introduced by the gateway allows
the integration of the CAS also with legacy systems, that may benefit from the avail-
ability of annotation functionalities. The choice of making FAST a stand-alone system
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is coherent with the approach adopted by different systems: for example, Annotea by
the W3C, MADCOW, and BIODAS rely on stand-alone servers, that store and man-
age annotations separated from the annotated objects. On the other hand, the choice
of separating the core functionalities of the annotation service, from the functionalities
needed to integrate it into the different IMSs is quite new. In fact, you will not be able
to find an architecture like this in the literature about annotation systems, to the best of
our knowledge.

As a consequence of this architectural choice, it is worth pointing out that the FAST
system knows everything about annotations, however it cannot do any assumption re-
garding the information resources provided by the IMS, being that it needs to cooperate
with different IMSs.

This situation is very different from what is commonly found today. For example,
both Annotea and MADCOW are stand-alone systems but they are targeted to work
with Web pages. Indeed, they assume that the annotated object has a structured com-
pliant with HyperText Markup Language (HTML), as an example, and that they can
use HTTP to transport annotations. On the contrary, FAST cannot assume that it is
dealing with either HTML documents or the HTTP protocol, but it has to avoid any
constraints concerning both the annotated information resource and the available pro-
tocols. The only assumption about information resources that FAST can make is that
each information resource is uniquely identified by a handle, which is a name assigned
to an information resource in order to identify and facilitate the referencing to it. This
assumption is coherent with the assumption made by [3,4] who refer to and compose
documents only by identifiers and annotate them with metadata from a taxonomy of
terms.

Over the past years, various syntaxes, mechanisms, and systems have been devel-
oped in order to provide handles or identifiers for information resources. The mecha-
nisms and the standards discussed in the following are all suitable to be used as handles,
according to the assumption made above.

URI - URN - URL. The Internet Engineering Task Force (IETF) 4 defines: Uniform
Resource Identifier (URI) , Uniform Resource Name (URN) , and Uniform Resource
Locator (URL) . An URI [28] is a compact string of characters for identifying an abstract
or physical resource. URIs are characterized by the following definitions:

– uniform: it allows different types of resource identifiers to be used in the same con-
text, even when the mechanisms used to access those resources may differ; it allows
uniform semantic interpretation of common syntactic conventions across different
types of resource identifiers; it allows introduction of new types of resource iden-
tifiers without interfering with the way that existing identifiers are used; and, it
allows the identifiers to be reused in many different contexts, thus permitting new
applications or protocols to leverage a pre-existing, large, and widely-used set of
resource identifiers;

– resource: a resource can be anything that has identity. Not all resources are network
“retrievable”; e.g., human beings, corporations, and library books can be considered

4 http://www.ietf.org/

http://www.ietf.org/
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resources as well. The resource is the conceptual mapping to an entity or set of en-
tities. Thus, the resource does not necessarily have to correspond to the mapped
entity at any given time, instead it is the conceptual mapping itself. In conclusion,
a resource can remain constant even when its content—the entities to which it cur-
rently corresponds—changes over time, provided that the conceptual mapping is
not changed in the process;

– identifier: an identifier is an object that can act as a reference to something that
has an identity. In the case of URI, the object is a sequence of characters with a
restricted syntax.

The term URL refers to the subset of URIs that identify resources via a represen-
tation of their primary access mechanism (e.g., their network “location”), rather than
identifying the resource by name or by some other attribute(s) of that resource. The
term URN refers to the subset of URI that are required to remain globally unique and
persistent even when the resource ceases to exist or becomes unavailable.

DOI. The International DOI Foundation (IDF) 5 defines the Digital Object Identifier
(DOI) , which is an actionable identifier for intellectual property on the Internet. Firstly,
the IDF defines an identifier from different viewpoints:

(1) an identifier is an unambiguous string or “label” that references an entity. An ex-
ample of such an identifier is the International Standard Book Number (ISBN) 6,
which is a unique number assigned to a title or edition of a book or other mono-
graphic publication (serial publications excluded) published or produced by a spe-
cific publisher or producer;

(2) an identifier is a numbering scheme, such as a formal standard, an industrial conven-
tion, or an arbitrary internal system. This numbering scheme provides a consistent
syntax for generating individual labels or identifiers, as stated in (1), that denote
and distinguish separate members of a class of entities; we can still use the ISBN,
as an example. The intention is establishing a one–to–one correspondence between
the members of a set of labels (numbers), and the members of the set counted and
labelled. An important point is that the resulting number is simply a label string, but
it does not create a string that is “actionable” in a digital or physical environment
without further steps being taken;

(3) an identifier is an infrastructure specification: a syntax by which any identifier as
stated in (1) can be expressed in a suitable form for use with a specific infrastruc-
ture, without necessarily specifying a working mechanism; an example of such an
identifier is the URI. This is sometimes known as creating an “actionable identifier”
which means that in the context of that particular piece of infrastructure, the label
can now be used to perform some action;

(4) an identifier is a system for implementing labels (identifiers as stated in (1)) through
a numbering scheme (identifiers as stated in (2)) in an infrastructure using a speci-
fication (identifiers as stated in (3)) and management policies. This sense of “identi-
fier” denotes a fully implemented identification mechanism that includes the ability

5 http://www.doi.org/
6 http://www.isbn-international.org/

http://www.doi.org/
http://www.isbn-international.org/
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to incorporate labels, conforms to an infrastructure specification, and adds to these
practical tools for the implementation such as registration processes, structured in-
teroperable metadata, and an administrative mechanism.

The DOI is a system which provides a mechanism to interoperably identify and ex-
change intellectual property in the digital environment. It is an identifier as stated in (4)
above. One of the components is a syntax specification (identifier as stated in (2)). DOI
conforms to a URI (identifier as stated in (3)) specification. It provides an extensible
framework for managing intellectual content based on proven standards of digital ob-
ject architecture and intellectual property management, and it is an open system based
on non-proprietary standards.

OpenURL. The National Information Standards Organization (NISO) Committee AX7

defines the OpenURL framework, which aims at standardizing the construction of “pack-
ages of information” and the methods by which they may be transported over networks.
The intended recipients of these packages are networked service providers that deliver
context-sensitive services. To enable such services, each package describes not only the
resource for which services are needed, but also the network context of a reference to
the resource in question. Thus, OpenURL is a standard syntax for transporting infor-
mation (metadata and identifiers) about one or multiple resources within URLs, i.e. it
provides a syntax for encoding metadata and identifiers, limited to the world of URLs.

PURL. The Online Computer Library Center (OCLC) defines the Persistent URL
(PURL) 8, which is an URL from a functional standpoint. However, instead of point-
ing directly to the location of an Internet resource, a PURL points to an intermediate
resolution service, that associates the PURL with the actual URL and returns that URL
to the client as a standard HTTP redirect. The client can then complete the URL trans-
action in the normal fashion.

The PURL-based Object Identifier (POI) 9 is a simple specification for resource
identifiers based on the PURL system, closely related to the use of the Open Archives
Initiative Protocol for Metadata Harvesting (OAI-PMH) defined by the Open Archives
Initiative (OAI) 10. The POI is a relatively persistent identifier for resources that are
described by metadata “items” in OAI-compliant repositories. Where this is the case,
POIs are not explicitly assigned to resources – a POI exists implicitly because an OAI
“item” associated with the resource is made available in an OAI-compliant repository.
However, POIs can be explicitly assigned to resources independently from the use of
OAI repositories and the OAI-PMH, if desired.

Lexical Signatures [29] makes a proposal for identifying Web documents that is dif-
ferent from what has been discussed up to now. Indeed, the Lexical Signatures (LSs)
aim at uniquely identifying a Web document by means of a signature extracted from its
content and not by means of using some identifiers, as in the case of URLs.

7 http://www.niso.org/committees/committee ax.html
8 http://purl.oclc.org/
9 http://www.ukoln.ac.uk/distributed-systems/poi/

10 http://www.openarchives.org/

http://www.niso.org/committees/committee_ax.html
http://purl.oclc.org/
http://www.ukoln.ac.uk/distributed-systems/poi/
http://www.openarchives.org/


156 M. Agosti and N. Ferro

Information 

Management 

System 

(IMS)

Annotation Service Integrator

(ASI)

Automatic Annotation 

Manager

(AAM)

Gateway

(GW)

A
p
p
li
c
a
ti
o
n
 L
o
g
ic

D
a
ta
 L
o
g
ic

In
te
fa
c
e
 L
o
g
ic

Information Retrieval On 

aNNotations

(IRON
2
)

Annotation

Database

Annotation

Textual IR Index

Annotation

Storing Manager

(ASM)

Annotation 

Textual Indexing Manager

(ATIM)

Annotation Abstraction Layer

(AAL)

Administrative User Interface

(AUI)

Flexible Annotation Service Tool

Information 

Management 

System

Core Annotation Service (CAS)Gateway

Client User Interface

(CUI)

Fig. 2. Detailed architecture of the FAST system

LSs are a bunch of keywords extracted from a Web document that are used as query
for a Search Engine (SE) . In this way, if a Web document cannot be found by means
of its URL, then the LS of the document can be submitted to a SE in order to search
and locate the document anyway. In conclusion, LSs represent an interesting alternative
with respect to various kinds of identifiers and handles, due to the fact that LSs offer the
possibility to almost uniquely identify a Web document by exploiting its own content.

4 FAST Conceptual Architecture

Figure 2 demonstrates the complete conceptual architecture of FAST, where FAST is
depicted on the right, and the generic IMS is represented on the left. On the whole, the
architecture is organized along two dimensions:

– horizontal decomposition (from left to right): consists of the IMS, the gateway and
the CAS. It separates the core functionalities of FAST from the problem of inte-
grating FAST into a specific IMS.
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The horizontal decomposition allows us to accomplish the first two requirements
of our architecture, since FAST is a stand-alone system that can be integrated with
different IMSs by changing the gateway;

– vertical decomposition (from bottom to top): consists of three layers – the data,
application and interface logic layers – and it is concerned with the organization
structure of the CAS.
This decomposition allows us to achieve a better modularity within FAST and to
properly describe the behaviour of FAST by means of isolating specific functional-
ities at the proper layer. Moreover, this decomposition makes it possibile to clearly
define the functioning of FAST by means of communication paths that connect the
different components of FAST itself. In this way, the behaviour of the FAST system
is designed in a modular and extensible way.

The conceptual architecture of FAST is designed at a high level of abstraction in
terms of abstract Application Program Interfaces (APIs) using an Object Oriented (OO)
approach. In this way, we can model the behaviour and the functioning of FAST with-
out worrying about the actual implementation of each component. Different alternative
implementations of each component could be provided, still keeping a coherent view of
the whole architecture of the FAST system. We achieve this abstraction level by means
of a set of interfaces, which define the behaviour of each component of FAST in ab-
stract terms. Then, a set of abstract classes partially implement the interfaces in order to
define the actual behaviour common to all of the implementations of each component.
Finally, the actual implementation is left to the concrete classes, inherited from the ab-
stract ones, that fit FAST into a given architecture, such as a WS or a P2P architecture.
Furthermore, we apply the abstract factory design pattern [30], which uses a factory
class that provides concrete implementations of a component, compliant with its inter-
face, in order to guarantee a consistent way of managing the different implementations
of each component. Java is the programming language in use for developing FAST.
Java ensures us great portability across different hardware and software platforms, thus
providing us with a further level of flexibility.

In the following sections we describe each component of FAST, according to fig-
ure 2, from bottom to top.

5 Data Logic Layer

5.1 Annotation Storing Manager

The Annotation Storing Manager (ASM) manages the actual storage of the annotations
and provides a persistence layer for storing the objects which represent the annotation
and which are used by the upper layers of the architecture.

The ASM relies on a Relational DBMS (RDBMS) in order to store annotations.
The database schema is given by the mapping to the relational data model of the Entity–
Relationship (ER) schema for modelling annotations, which has been proposed in [10].
Thus, the ASM provides a set of basic operations for storing, retrieving, updating, delet-
ing and searching annotations in a SQL–like fashion. Furthermore, it takes care of map-
ping the objects which represent the annotations into their equivalent representation in
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the relational model, according to the Data Access Object (DAO) 11 and the Transfer
Object (TO) 11 design patterns.

The DAO implements the access mechanism required to work with the underlying
data source, i.e. it offers access to the RDBMS using the Java DataBase Connectivity
(JDBC) technology. The components that rely on the DAO are called clients and they
use the interface exposed by the DAO, which completely hides the data source imple-
mentation details from its clients. Because the interface exposed by the DAO to clients
does not change when the underlying data source implementation changes, this pattern
allows the DAO to adapt to different storage schemes without affecting its clients. Es-
sentially, the DAO acts as an adapter between the clients and the data source. The DAO
makes use of TOs as data carriers in order to return data to the client. The DAO may
also receive data from the client in a TO in order to update the data in the underlying
data source.

In conclusion, all of the other components of FAST deal only with objects represent-
ing annotations, which are the TOs of our system, without worrying about the details
related to the persistence of such objects.

5.2 Annotation Textual Indexing Manager

The Annotation Textual Indexing Manager (ATIM) provides a set of basic operations
for indexing and searching annotations for Information Retrieval (IR) purposes.

The ATIM is a full-text Information Retrieval System (IRS) and deals with the
textual content of an annotation. It is based on the experience acquired in developing
Information Retrieval ON (IRON) , the prototype IRS which has been used for partici-
pating in the Cross-Language Evaluation Forum (CLEF) 12 evaluation campaigns since
2002 [31,32,33,34]. CLEF is an international evaluation initiative aimed at providing
an infrastructure for evaluating IRSs in a multilingual context.

Figure 3 shows the architecture of the last version of IRON, which has been used
during the CLEF 2004 evaluation campaign [34]. Please note that in figure 3 the Log-
ging component has been duplicated to make the figure more easily legible, but there
actually is only one Logging component in the system.

IRON is a Java multi-threaded program, which provides textual IR functionalities
and enables concurrent indexing and searching of document collections for both mono-
lingual and bilingual tasks. IRON is made up of the following components:

– Lexer: implements an efficient lexer using JFlex 1.413, a lexer generator for Java.
The current lexer is able to process any multilingual CLEF collection in a transpar-
ent way with respect to the document structure and to different character encodings,
such as ISO 8859-1 or UNICODE14.

– IR engine: is built on top of the Lucene 1.4 RC415 library, which is a high-
performance text search engine library written entirely in Java. Lucene implements

11 http://java.sun.com/blueprints/corej2eepatterns/Patterns/
12 http://clef.isti.cnr.it/
13 http://www.jflex.de/
14 The lexer has been designed and developed by G. M. Di Nunzio [33,34].
15 http://jakarta.apache.org/lucene/docs/index.html

http://java.sun.com/blueprints/corej2eepatterns/Patterns/
http://clef.isti.cnr.it/
http://www.jflex.de/
http://jakarta.apache.org/lucene/docs/index.html
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the vector space model, and a (tf × idf)–based weighting scheme [35]. Some parts
of the Lucene library were completely rewritten, i.e. a set of parallel classes has
been written without modifying the original source code of Lucene, so that IRON
remain compatible with the official Jakarta distribution of Lucene. In particular,
those parts of Lucene concerning the text processing, such as tokenization, elimi-
nation of stop words, stemming, and the query construction, have been modified.
Furthermore Lucene has been adapted to the logging infrastructure of IRON;
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Fig. 3. Architecture of IRON

– Monolingual Track Manager: drives the underlying IR engine and provides high-
level indexing and searching functionalities in order to carry out monolingual tasks.
It provides a high-level API that allows us to easily plug together the different com-
ponents of an IRS. This API can be further used to create a front-end application to
IRON: for example we can develop a command-line application, a Graphical User
Interface (GUI) for a stand-alone application, or a Web based User Interface (UI)
to IRON;

– Bilingual Track Manager: drives the underlying IR engine and provides high-
level indexing and searching functionalities in order to carry out the bilingual tasks.
As the Monolingual Track Manager, also the Bilingual Track Manager provides a
high-level API that can be used to develop different kinds of UIs for IRON;

– Logging: provides a full-fledged logging infrastructure, based on the Log4J 1.2.816

Java library. Each other component of IRON sends information about its status to
the logging infrastructure, thus allowing us to track each step of the experiment.

16 http://logging.apache.org/log4j/docs/

http://logging.apache.org/log4j/docs/
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IRON is partnered with two other tools:

– WebIRON: is a Java servlet based Web interface. WebIRON is based on the Tom-
cat 5.0.1617 Web server, making IRON a Web application. It provides a set of
wizards which help the user to set all the parameters and choose the IR compo-
nents, which are needed in order to conduct a run or, more generally, an IR exper-
iment.

– IRON - Statistical Analysis Tool (IRON-SAT) : is a Matlab program that interacts
with IRON in order to carry out the statistical analysis of the experimental results.
IRON-SAT parses the experimental data and stores the parsed information into a
data structure suitable for the following processing. It is designed in a modular
way, so that new statistical tests can be easily added to the existing code. The sta-
tistical analysis is performed using the Statistics Toolbox 4.0 provided by Matlab
6.518.

5.3 Annotation Abstraction Layer

The Annotation Abstraction Layer (AAL) abstracts the upper layers from the details of
the actual storage and indexing of annotations, providing uniform access to the func-
tionalities of the ASM and the ATIM.

The AAL provides the typical Create–Read–Update–Delete (CRUD) data manage-
ment operations, coordinating the work of the ASM and the ATIM together. For exam-
ple, when we create a new annotation, we need to put it into both the ASM and the
ATIM.

Furthermore, the AAL provides search capabilities by properly forwarding the
queries to the ASM or to the ATIM. Our modular architecture allows us to partner
the ATIM, which is specialised for providing full text search capabilities, with other
IRSs, which are specialised for indexing and searching other kinds of media. In any
case, the addition of other specialised IRSs is transparent for the upper layers, due
to the fact that the AAL provides the upper layers with an uniform access to those
IRSs.

Note that both the ASM and the ATIM are focused on each single annotation in
order to properly store and index it. On the other hand, both the ASM and the ATIM do
not have a comprehensive view of the relationships that exist between documents and
annotations. On the contrary, the AAL has a global knowledge of the annotations and
their relationships by using the hypertext existing between documents and annotations.
For example, if we delete an annotation that is part of a thread of annotations, what
policy do we need to apply? Do we delete all the annotations that refer to the deleted
one or do we try to reposition those annotations? The ASM and the ATIM alone would
not be able to answer this question but, on the other hand, the AAL can drive the ASM
and the ATIM to perform the correct operations by exploiting the hypertext between
documents and annotations.

In conclusion, the AAL, the ASM and the ATIM constitute an IMS specialised in
managing annotations, as a DBMS is specialised in managing structured data.

17 http://jakarta.apache.org/tomcat/index.html
18 http://www.mathworks.com/

http://jakarta.apache.org/tomcat/index.html
http://www.mathworks.com/
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6 Application Logic Layer

6.1 Automatic Annotation Manager

The Automatic Annotation Manager (AAM) automatically creates annotations for a
given document. Automatic annotations can be created by using topic detection tech-
niques in order to associate each annotation with its related topic, which constitutes the
context of the annotation. In this way, a document can be re-organized and segmented
into topics, whose dimension can range in many different sizes, and annotations can
present a brief description of those topics.

6.2 Information Retrieval On aNNotations

Annotations introduce a new content layer aimed at elucidating the meaning of underly-
ing documents, so that annotations can make hidden facets of the annotated documents
more explicit. Thus, we can image to exploit annotations for retrieval purposes in order
to satisfy better the user’s information needs.

We need to develop a search strategy which is able to effectively take into account
the multiple sources of evidence coming from both documents and annotations. In-
deed, the combining of these multiple sources of evidence can be exploited in order to
improve the performances of an information management system. We aim to retrieve
more relevant documents and to rank them better than the case of a query without using
annotations.

The Unified Modeling Language (UML) sequence diagram of figure 4 shows how
searching for documents by exploiting annotations involves many components of FAST.
Remember that we aim at combining the source of evidence which comes from anno-
tations, managed by FAST, with the source of evidence which comes from documents,
managed by the IMS. Thus, the search strategy requires the cooperation of both FAST
and the IMS in order to acquire these two sources of evidence. Firstly, FAST receives
a query from the end-user, which is dispatched from the user interface to Information
Retrieval On aNNotations (IRON2) . Secondly, the query is used to select all the rele-
vant annotations, that is IRON2 asks the Annotation Service Integrator (ASI) to find all
the relevant annotations. Then, the hypertext between documents and annotations can
be built and used to identify the documents that are related to the found annotations.
Now we aim to combine the source of evidence which comes from the documents iden-
tified by the annotations with the one which comes from the documents managed by the
IMS, as previously explained. Since the source of evidence concerning the documents
is completely managed by the IMS, the FAST system has to query the IMS, which gives
us back a list of relevant documents. Finally, once the FAST system has acquired this
information from the IMS, it can combine this information with the source of evidence
which comes from the documents identified by annotations in order to create a list of
fused result documents that are presented to the users.

The reader, which is interested in knowing how FAST exploits annotations in or-
der to search and retrieve relevant documents to answer to a user query, can refer to
[36] where it is provided a formal framework which is used in facing the searching for
documents from digital collections of annotated documents.
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Fig. 4. Sequence diagram for searching documents by exploiting annotations

6.3 Annotation Service Integrator

The ASI integrates the underlying components and provides uniform access to them.
It represents the entry point to the CAS for both the gateway and the user interface,
dispatching their requests to underlying layers and then collecting the responses from
the underlying layers.

The UML sequence diagram of figure 4 shows how the ASI plays a central role in
coordinating the different components of FAST. In the example of figure 4, the ASI
forwards the user query to IRON2; it dispatches the request for relevant documents of
IRON2 to the Gateway (GW) in order to submit this query to the IMS; then, it passes
the results provided by the IMS back to IRON2; finally, it gives the fused result list
produced by IRON2 back to the GW in order to return this list to the user interface.
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6.4 Gateway

As already discussed in Section 3, the GW provides functionalities of mediator between
the CAS and the IMS. By changing the gateway, we can share FAST with different
IMSs. In this way, we can provide a wide range of different architectural choices: firstly,
the CAS could be connected to a specific IMS which uses proprietary protocols and data
structures and, in this case, the gateway can implement them, as we did in the case of
the OpenDLib19 digital library [10]; secondly, we could employ WS to carry out the
gateway, so that FAST is accessible in a more standardized way; finally, the gateway
could be used to adapt FAST to a P2P network of IMSs.

7 Interface Logic Layer

7.1 Administrative User Interface

The Administrative User Interface (AUI) is a Web-based UI for the administration of
FAST. It provides the different functionalities needed to configure and run FAST, such
as the choice of the gateway to be used, the creation and management of the users
granted by the system, and so on.

7.2 Client User Interface

The Client User Interface (CUI) provides end–users with an interface for creating, mod-
ifying, deleting and searching annotations.

The CUI is connected to, or even directly integrated into, the gateway, so that it rep-
resents a user interface tailored to the specific IMS for which the gateway is developed.
In this way, the gateway forwards the requests from the CUI to the ASI, as it is shown
in the example of figure 4.

8 Conclusions and Future Work

This paper discussed the conceptual architecture of the FAST system, which separates
core functionalities from their integration in any particular IMS. In this way, FAST acts
as a bridge between different IMSs and allows the hypertext to cross the boundaries of a
single IMS, in order to exploit annotations as an active and effective collaboration tool
for users.

We plan to enhance our conceptual architecture in order to support a network of
P2P FAST systems. In this way, we will be able to implement FAST not only as a
stand–alone system, that can be integrated into different IMSs, but also as a P2P net-
work of FASTs that cooperate in order to provide advanced annotation functionalities
to different IMSs.

19 http://www.opendlib.com/

http://www.opendlib.com/
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